In the pre-order traversal for a given node 'n',   
1. We first visit the node 'n' itself.   
2. Then we traverse left-subtree of 'n' by calling printPreorder(n.left)   
3. And finally we traverse right-subtree of 'n' by calling printPreorder(n.right)

# Order of the Algorithm

### Time Complexity is O((n)) Space Complexity is O((1))

### In the post-order traversal for a given node 'n',  1. We first traverse left-subtree of 'n' by calling printPostorder(n.left)  2. Then we traverse right-subtree of 'n' by calling printPostorder(n.right) 3. And finally we visit node 'n' itself.

# Order of the Algorithm

### Time Complexity is O((n)) Space Complexity is O((1))

### In the in-order traversal for a given node 'n',  1. We first traverse left-subtree of 'n' by calling in\_order\_print(n.left)  2. Then we visit node 'n' itself. 3. And finally we traverse right-subtree of 'n' by calling in\_order\_print(n.right)

### Level Order Traversal of a Binary Tree     1. Create a queue and add root to the queue.     2. Till the queue is not empty, repeat the following steps (3-5):     3. Get a node from the queue and print it     4. If the node has a left child, add the left child to the queue.     5. If the node has a right child, add the right child to the queue.

# Order of the Algorithm

### Time Complexity is O(n) Space Complexity is O(n)

**private** **void** printLevelOrderTraversalHelper(TreeNode root) {

**if**(root == **null**) {

**return**;

}

LinkedList<TreeNode> queue = **new** LinkedList<TreeNode>();

queue.add(root);

**int** i=0;

**while**(!queue.isEmpty()) {

TreeNode node = queue.remove();

// if(i>2) //to print nodes at level 2

System.*out*.print(node.getData() + " ");

// i++;

**if**(node.getLeft() != **null**) {

queue.add(node.getLeft());

}

**if**(node.getRight() != **null**) {

queue.add(node.getRight());

}

### }

### Print all nodes of a binary tree that do not have sibling

### This is a simple problem solved using traversal of the tree. We can use any traversal method and while traversing we need to check if a node has only one child. If it does then we need to print that out. In this algorithm, we have used pre-order traversal method. Time taken is O(n) and space taken is O(1) for this algorithm.

**public** **void** printNonSiblingNodes(TreeNode currentNode)

{

**if** (currentNode == **null**)

{

**return**;

}

**if** (currentNode.left == **null** && currentNode.right != **null**)

{

System.*out*.println(currentNode.right.value);

}

**if** (currentNode.right == **null** && currentNode.left != **null**)

{

System.*out*.println(currentNode.left.value);

}

printNonSiblingNodes(currentNode.left);

printNonSiblingNodes(currentNode.right);

### }

### To add

### To add an element to a binary search tree, we begin as if we were searching for the  element, following the appropriate links from parent to child.  When the desired  child is null, we add the element as a new child node.  For example, if we were to add  14 to the above tree, we would go down the tree.  Once we reached 15, we would see  that the node has no left child, so we would add 14 as a left child.

### BST --- The  important thing to remember is that insertion, removal, and lookup take O(log n)  time (where n is the number of elements in the tree), since the height of a well‐ balanced binary search tree is O(log n).  Although in the worst case, a binary search  tree might have a height of O(n), there are "self‐balancing" binary search trees that  periodically reorganize a BST to ensure a height of O(log n).  Many self‐balancing  BST's guarantee that operations take O(log n) time

### 

### Path Between Nodes in a Binary Tree :

### Good Answer: There will always be exactly one path: from the starting node to the  lowest common ancestor of the nodes to the second node.  The goal is to identify the  lowest common ancestor. For each node, keep track of a set of nodes in the binary tree (using a hash table or a  BST) as well as a current node.  At each iteration, for each of the two current nodes,  change the current node to be its parent and add it to the appropriate set.  The first  element that is added to one set when it is already present in the other set is the  lowest common ancestor.  This algorithm takes O(n) time, where n is the length of  the path.  For example, if we were finding the lowest common ancestor of 3 and 15  in the above tree, our algorithm would do the following: Current node 1 | Current node 2 | Set 1 | Set 2 -------------------------------------------------------- 3 | 15 | 3 | 15 6 | 12 | 3, 6 | 15, 12 17 | 6 | 3, 6, 17 | 15, 12, 6 To improve the solution, we actually only need to use one set instead of two.

### Solution to find the path between nodes can also get by 🡪

### Find the root of node from root node to source node

### Find the root of node from root node to target node

### Then there will be common node or intersection node for both.

### Then change link at common node to path to target node.

### Question: Compute 2^x

### How can you quickly compute 2^x?

### Good answer: 1 << x (1 left‐shifted by x)

### Question: Is Power of 2

### How can you quickly determine whether a number is a power of 2?

### Good answer: Check whether x & (x ‐ 1) is 0.  If x is not an even power of 2, the

### highest position of x with a 1 will also have a 1 in x ‐ 1; otherwise, x will be 100...0

### and x ‐ 1 will be 011...1; and'ing them together will return 0.

### Check if a given binary tree is symmetric tree or not

## Write a program to check if the given binary tree is symmetric tree or not. A symmetric tree is defined as a tree which is mirror image of itself about the root node. For example, following tree is a symmetric tree.

=======================================================

### check-if-n-ary-tree-is-symmetric-tree 🡪

### Print right view of a binary tree Given a binary tree, print the values of nodes which would be present in right view of binary tree. A node will be in the right-view if it is the right-most node at its level (imagine level order traversal). For example,                      1           2             3       4      5       6           8              9           10 In the above tree,  node 1 is right-most node for level 0. node 3 is right-most node for level 1. node 6 is right-most node for level 2. node 9 is right-most node for level 3. node 10 is right-most node for level 4.                 And therefore right view for this tree is 1,3,6,9,10

# **Print all Root to Leaf paths of a Binary Tree**

## Algorithm/Insights

The algorithm traverses the tree in pre-order manner and uses an array list to store the paths.  
When a leaf node is reached, the path is printed.  
path - an array list that stores the current path.  
  
Step 1: Add root data to the array list.   
Step 2: If root is a leaf, print the path and return.  
Step 3: Recursively traverse the left subtree.  
Step 4: Recursively traverse the right subtree.  
  
Note: A new array list is created in the recursive calls (Steps 3 and 4) because we do not want to share the same array list in left and right subtree calls as the paths will be different.  
We add nodes up to the current path to the array list because the paths up to the current node are common for left and right subtrees.

|  |
| --- |
| import java.util.ArrayList; |
| 2 |  |
| 3 |  |
| 4 | public class RootToLeafPathsTest { |
| 5 | public static void main(String[] args) { |
| 6 | Tree tree = new Tree(); |
| 7 | tree.createSampleTree(); |
| 8 | tree.printRootToLeafPaths(); |
| 9 | } |
| 10 | } |
| 11 |  |
| 12 | class Tree { |
| 13 |  |
| 14 | private TreeNode root; |
| 15 |  |
| 16 | public TreeNode getRoot() { |
| 17 | return root; |
| 18 | } |
| 19 |  |
| 20 | public void printRootToLeafPaths() { |
| 21 | if(root == null) { |
| 22 | return; |
| 23 | } |
| 24 | ArrayList<Integer> path = new ArrayList<Integer>(); |
| 25 | printRootToLeafPaths(root, path); |
| 26 | } |
| 27 |  |
| 28 | private void printRootToLeafPaths(TreeNode root, ArrayList<Integer> path) { |
| 29 | path.add(root.getData()); |
| 30 |  |
| 31 | if(root.getLeft() == null && root.getRight() == null) { |
| 32 | printList(path); |
| 33 | return; |
| 34 | } |
| 35 | printRootToLeafPaths(root.getLeft(),new ArrayList<Integer>(path)); |
| 36 | printRootToLeafPaths(root.getRight(),new ArrayList<Integer>(path)); |
| 37 | } |
| 38 |  |
| 39 | private void printList(ArrayList<Integer> path) { |
| 40 | for(Integer i: path) { |
| 41 | System.out.print(i + " " ); |
| 42 | } |
| 43 | System.out.println(); |
| 44 | } |
| 45 |  |
| 46 | public void setRoot(TreeNode root) { |
| 47 | this.root = root; |
| 48 | } |
| 49 |  |
| 50 |  |
| 51 | public void createSampleTree() { |
| 52 | root = new TreeNode(1, new TreeNode(2, new TreeNode(4), new TreeNode(5)), new TreeNode(3, new TreeNode(6), new TreeNode(7))); |
| 53 | } |
| 54 | } |
| 55 |  |
| 56 | class TreeNode { |
| 57 |  |
| 58 | private int data; |
| 59 | private TreeNode left; |
| 60 | private TreeNode right; |
| 61 |  |
| 62 | public TreeNode(int data, TreeNode left, TreeNode right) { |
| 63 | this.data = data; |
| 64 | this.left = left; |
| 65 | this.right = right; |
| 66 | } |
| 67 |  |
| 68 | public TreeNode(int i) { |
| 69 | data = i; |
| 70 | } |
| 71 |  |
| 72 | public int getData() { |
| 73 | return data; |
| 74 | } |
| 75 |  |
| 76 | public void setData(int data) { |
| 77 | this.data = data; |
| 78 | } |
| 79 |  |
| 80 | public TreeNode getLeft() { |
| 81 | return left; |
| 82 | } |
| 83 |  |
| 84 | public void setLeft(TreeNode left) { |
| 85 | this.left = left; |
| 86 | } |
| 87 |  |
| 88 | public TreeNode getRight() { |
| 89 | return right; |
| 90 | } |
| 91 |  |
| 92 | public void setRight(TreeNode right) { |
| 93 | this.right = right; |
| 94 | } |
| 95 | } |

# **Print left view of a binary tree**

### Given a binary tree, print the values of nodes which would be present in left view of binary tree. A node will be in the left-view if it is the left-most node at its level (imagine level order traversal). For example,                      1           2             3       4      5       6           8              9           10 In the above tree,  node 1 is left-most node for level 0. node 2 is left-most node for level 1. node 4 is left-most node for level 2. node 8 is left-most node for level 3. node 10 is left-most node for level 4.                 And therefore left view for this tree is 1,2,4,8,10

## Algorithm/Insights

If we do a level order traversal of tree such that the left most node of each level is visited before all other nodes in that level then all we need to do is to print out the first visited node at each level to print the left view of tree. This can be done by doing a level order traversal from left end to right end and keeping track of max-level seen so far to find out when the new level starts. As soon as we find out that the new level has started, we print out the current node that is being visited.  
  
The steps for this algorithm are -   
1. Initialize maxLevelSeenSoFar to -1 and call printLeftViewLevelOrder(currentNode = root)  
2. In function printLeftViewLevelOrder if currentNode is null, do nothing and return.  
3. Else, add tuple (node = currentNode, level = 0) to the 'queue'.  
4. while 'queue' is not empty do   
       - remove the first tuple(currentNode, level) from the queue.   
       - if (level > maxLevelSeenSoFar) then we know that we are starting to traverse a new level and this is the first(and left most) node for this new  level and therefore we print currentNode's value and update maxLevelSeenSoFar to level.  
       - if left child of currentNode is not null then we add tuple (currentNode.left, level + 1) to 'queue'.  
       - if right child of currentNode is not null then we add tuple (currentNode.right, level + 1) to 'queue'.      
       \* Please note that we are adding left child of node to the 'queue' before right child to make sure that the left-most node at any level is visited before other nodes at that level.    
  
After execution of step #4, left view of tree would be printed.  
  
Notice that this algorithm takes O(n) extra space. With the following algorithm, we can save on extra space.  
  
This algorithm basically uses modified pre-order traversal. In this modified pre-order traversal we make sure that -   
a. The left-most node of any given level is visited before other nodes in that level. This can be easily achieved by visiting left sub-tree of node before right sub-tree. Basically, in this traversal, we visit the node first, then visit the left sub-tree and finally the right sub-tree(N-L-R).  
b. We print out the node value as soon as we encounter a node in the level that is greater than the maximum level seen so far and update maximum level seen so far to current level.   
  
The steps of this algorithm are as following -   
1. Initialize maxLevelSeenSoFar to -1 and call printLeftView(currentNode = root, level = 0)  
2. In function printLeftView(currentNode, level),  
    a. If currentNode is null, then we do nothing and return.  
    b. Else, if (level > maxLevelSeenSoFar) we print out the currentNode's value and update maxLevelSeenSoFar to level.  
    c. Make a recursive call printLeftView(currentNode.left, level + 1) to make sure nodes in the left sub-tree are visited.  
    d. Make a recursive call printLeftView(currentNode.right, level + 1) to make sure nodes in the right sub-tree are visited.      
    \*\* Notice that while visiting nodes with recursive calls, printLeftView(currentNode.left, level + 1) is called before printLeftView(currentNode.right, level + 1) in order to make sure that for any node, left sub-tree of that node is visited before right sub-tree. This guarantees that at any level, the left-most node is visited before other nodes at that level.  
  
After execution of step #2, left view of tree would be printed.  
         
Please checkout code snippet and algorithm visualization section for more details of the algorithm.

|  |
| --- |
| import java.util.LinkedList; |
| 2 |  |
| 3 |  |
| 4 | public class LeftViewOfBinaryTree { |
| 5 |  |
| 6 | class QueueNode |
| 7 | { |
| 8 | TreeNode node; |
| 9 | int level; |
| 10 |  |
| 11 | QueueNode(TreeNode node, int level) |
| 12 | { |
| 13 | this.node = node; |
| 14 | this.level = level; |
| 15 | } |
| 16 | } |
| 17 |  |
| 18 | class TreeNode |
| 19 | { |
| 20 | TreeNode left; |
| 21 | TreeNode right; |
| 22 | int val; |
| 23 |  |
| 24 | public TreeNode(int x) |
| 25 | { |
| 26 | this.val = x; |
| 27 | } |
| 28 | } |
| 29 |  |
| 30 | TreeNode root; |
| 31 |  |
| 32 |  |
| 33 |  |
| 34 |  |
| 35 | private TreeNode createTree() |
| 36 | { |
| 37 | this.root = new TreeNode(1); |
| 38 | TreeNode n1   = new TreeNode(2); |
| 39 | TreeNode n2   = new TreeNode(3); |
| 40 | TreeNode n3   = new TreeNode(4); |
| 41 | TreeNode n4   = new TreeNode(5); |
| 42 | TreeNode n5   = new TreeNode(6); |
| 43 | TreeNode n6   = new TreeNode(8); |
| 44 | TreeNode n7   = new TreeNode(9); |
| 45 | TreeNode n8   = new TreeNode(10); |
| 46 |  |
| 47 | root.left  = n1; |
| 48 | root.right = n2; |
| 49 |  |
| 50 | n1.left  = n3; |
| 51 | n1.right = n4; |
| 52 |  |
| 53 | n2.left  = n5; |
| 54 |  |
| 55 | n3.right = n6; |
| 56 |  |
| 57 | n5.right = n7; |
| 58 |  |
| 59 | n6.right = n8; |
| 60 |  |
| 61 | return root; |
| 62 | } |
| 63 |  |
| 64 |  |
| 65 | int maxLevelSoFar = -1; |
| 66 |  |
| 67 | public void printLeftViewLevelOrder(TreeNode currentNode) |
| 68 | { |
| 69 | if (currentNode == null) return; |
| 70 |  |
| 71 | LinkedList<QueueNode> queue = new LinkedList(); |
| 72 |  |
| 73 | queue.add(new QueueNode(currentNode, 0)); |
| 74 |  |
| 75 | while (!queue.isEmpty()) |
| 76 | { |
| 77 | QueueNode queueEntry = queue.remove(); |
| 78 | if (queueEntry.level > maxLevelSoFar) |
| 79 | { |
| 80 | maxLevelSoFar = queueEntry.level; |
| 81 | System.out.println(queueEntry.node.val); |
| 82 | } |
| 83 |  |
| 84 | if (queueEntry.node.left != null) |
| 85 | queue.add(new QueueNode(queueEntry.node.left, queueEntry.level + 1)); |
| 86 |  |
| 87 | if (queueEntry.node.right != null) |
| 88 | queue.add(new QueueNode(queueEntry.node.right, queueEntry.level + 1)); |
| 89 | } |
| 90 |  |
| 91 | } |
| 92 |  |
| 93 |  |
| 94 | public void printLeftView(TreeNode currentNode, int currentLevel) |
| 95 | { |
| 96 | if (currentNode == null) return; |
| 97 |  |
| 98 | if (currentLevel > maxLevelSoFar) |
| 99 | { |
| 100 | System.out.println(currentNode.val); |
| 101 | maxLevelSoFar = currentLevel; |
| 102 | } |
| 103 |  |
| 104 | printLeftView(currentNode.left, currentLevel + 1); |
| 105 | printLeftView(currentNode.right, currentLevel + 1); |
| 106 |  |
| 107 | } |
| 108 |  |
| 109 | public static void main(String[] args) |
| 110 | { |
| 111 | LeftViewOfBinaryTree tree = new LeftViewOfBinaryTree(); |
| 112 |  |
| 113 | tree.createTree(); |
| 114 |  |
| 115 | tree.printLeftView(tree.root, 0); |
| 116 |  |
| 117 |  |
| 118 | } |
| 119 | } |

# **Find sum of all left leaves of a binary tree**

### Write a program to find the sum of all left leaves of a given binary tree. For example, for the following shown tree output of the program should be 15 as there are two left leaves - node 9 and node 6. http://www.ideserve.co.in/learn/img/leftLeafSums.gif

## Algorithm/Insights

The solution to this problem is as simple as traversing the complete tree using any traversal method in order to visit all nodes and checking if a node has a left-child which is also a leaf node. If that is the case then add that left-child's value to the sum. As you can see in code snippet, we have used pre-order traversal to implement this algorithm.  
  
Please checkout findLeftLeavesSum(TreeNode currentNode, int[] leftLeavesSum) function in code snippet for implementation details.

|  |
| --- |
| public class SumOfAllLeftLeavesBinaryTree { |
| 2 |  |
| 3 | class TreeNode |
| 4 | { |
| 5 | TreeNode left; |
| 6 | TreeNode right; |
| 7 | int val; |
| 8 |  |
| 9 | public TreeNode(int x) |
| 10 | { |
| 11 | this.val = x; |
| 12 | } |
| 13 | } |
| 14 |  |
| 15 | TreeNode root; |
| 16 |  |
| 17 |  |
| 18 |  |
| 19 | private TreeNode createTree() |
| 20 | { |
| 21 | TreeNode n1   = new TreeNode(1); |
| 22 | TreeNode n2   = new TreeNode(2); |
| 23 | TreeNode n3   = new TreeNode(3); |
| 24 | TreeNode n4   = new TreeNode(4); |
| 25 | TreeNode n5   = new TreeNode(5); |
| 26 | TreeNode n6   = new TreeNode(6); |
| 27 | TreeNode n7   = new TreeNode(7); |
| 28 | TreeNode n8   = new TreeNode(8); |
| 29 | TreeNode n9   = new TreeNode(9); |
| 30 |  |
| 31 | this.root = n1; |
| 32 |  |
| 33 | root.left  = n2; |
| 34 | root.right = n3; |
| 35 |  |
| 36 | n2.left  = n4; |
| 37 | n2.right = n5; |
| 38 |  |
| 39 | n3.left  = n6; |
| 40 | n3.right = n7; |
| 41 |  |
| 42 | n4.right = n8; |
| 43 |  |
| 44 | n8.left = n9; |
| 45 |  |
| 46 | return root; |
| 47 | } |
| 48 |  |
| 49 | private boolean isLeafNode(TreeNode currentNode) |
| 50 | { |
| 51 | if (currentNode == null) |
| 52 | { |
| 53 | return false; |
| 54 | } |
| 55 |  |
| 56 | if (currentNode.left == null && currentNode.right == null) |
| 57 | { |
| 58 | return true; |
| 59 | } |
| 60 |  |
| 61 | return false; |
| 62 | } |
| 63 |  |
| 64 |  |
| 65 | public void findLeftLeavesSum(TreeNode currentNode, int[] leftLeavesSum) |
| 66 | { |
| 67 | if (currentNode == null) |
| 68 | { |
| 69 | return; |
| 70 | } |
| 71 | if (isLeafNode(currentNode.left)) |
| 72 | { |
| 73 | leftLeavesSum[0] += currentNode.left.val; |
| 74 | } |
| 75 |  |
| 76 | findLeftLeavesSum(currentNode.left, leftLeavesSum); |
| 77 | findLeftLeavesSum(currentNode.right, leftLeavesSum); |
| 78 | } |
| 79 |  |
| 80 | public static void main(String[] args) |
| 81 | { |
| 82 | SumOfAllLeftLeavesBinaryTree tree = new SumOfAllLeftLeavesBinaryTree(); |
| 83 |  |
| 84 |  |
| 85 |  |
| 86 | tree.createTree(); |
| 87 |  |
| 88 | int[] leftLeavesSum = new int[1]; |
| 89 | tree.findLeftLeavesSum(tree.root, leftLeavesSum); |
| 90 |  |
| 91 | System.out.println(leftLeavesSum[0]); |
| 92 | } |
| 93 | } |

# **Find depth of deepest odd level leaf node**

### Given a binary tree, find depth of deepest odd level leaf node. For example, in the following binary tree               1             /   \            2     3                 /  \                  4    5               /      \              6        7               \      /                  8    9                        /                   10 deepest odd level leaf node is 8 and depth is 5.

## Algorithm/Insights

Traverse the tree and keep track of current level of the node.  
Current level of a node can be easily tracked by maintaining a variable 'currLevel'. Level of Root node is 1. Increment 'currLevel' while traversing for left and right subtrees.   
While traversing:  
1: If root is null, return 0.  
2: Else if we find a leaf node and the current level is odd, return the current level.  
3: Else return maximum of (maximum depth of odd level leaf node found in left subtree, maximum depth of odd level leaf node found in right subtree).

|  |
| --- |
| public class Tree { |
| 2 |  |
| 3 | private Node root; |
| 4 |  |
| 5 | public int depthDeepestOddLevelLeafNode() { |
| 6 | return depthDeepestOddLevelLeafNode(root, 1); |
| 7 | } |
| 8 |  |
| 9 | private int depthDeepestOddLevelLeafNode(Node root, int currLevel) { |
| 10 | if (root == null) |
| 11 | return 0; |
| 12 | if (root.left == null && root.right == null && ((currLevel & 1) != 0)) |
| 13 | return currLevel; |
| 14 | return Integer.max(depthDeepestOddLevelLeafNode(root.left, currLevel + 1), depthDeepestOddLevelLeafNode(root.right, currLevel + 1)); |
| 15 | } |

public static void main(String[] args) {

        Tree tree = new Tree();

        tree.createSampleTree();

        int depthDeepestOddLevelLeafNode = tree.depthDeepestOddLevelLeafNode();

        if (depthDeepestOddLevelLeafNode != 0)

            System.out.println("Depth of deepest odd level leaf node is: " + depthDeepestOddLevelLeafNode);

        else

            System.out.println("No odd level leaf node exists");

    }

}

class Node {

    int data;

    Node left;

    Node right;

    public Node(int data, Node left, Node right) {

        this.data = data;

        this.left = left;

        this.right = right;

    }

    public Node(int data) {

        this.data = data;

    }

}

# **Check whether a binary tree is a full binary tree or not**

### Write a program to check if a given binary tree is a full binary tree or not. A binary tree is a full binary tree if all its nodes have either both children or no children. In other words, if any of its node has only one child then it is not a full binary tree. Both of the following trees are full binary trees. http://www.ideserve.co.in/learn/img/tree_3.gif Following two trees are not full binary trees. http://www.ideserve.co.in/learn/img/tree_4.gif In above tree, node 3 violates the constraint. http://www.ideserve.co.in/learn/img/tree_5.gif In above tree, node 4 violates the constraint.

## Algorithm/Insights

A simple level-order traversal is sufficient to solve this problem. While traversing the tree using level order traversal, if we visit any node with only one child, we return false.  
  
Please checkout code snippet and algorithm visualization section for details of the algorithm.

public class FullBinaryTreeCheck {

    class QueueNode

    {

        TreeNode node;

        QueueNode(TreeNode node)

        {

            this.node = node;

        }

    }

    class TreeNode

    {

        TreeNode left;

        TreeNode right;

        int val;

        public TreeNode(int x)

        {

            this.val = x;

        }

    }

private TreeNode createNonFullBinaryTree()

    {

        this.root = new TreeNode(1);

        TreeNode n1   = new TreeNode(2);

        TreeNode n2   = new TreeNode(3);

        TreeNode n3   = new TreeNode(4);

        TreeNode n4   = new TreeNode(5);

        TreeNode n5   = new TreeNode(6);

        TreeNode n6   = new TreeNode(7);

        root.left  = n1;

        root.right = n2;

        n1.left  = n3;

        n1.right = n4;

        n2.left  = n5;

        n3.left  = n6;

        return root;

    }

    public boolean checkIfFull()

    {

        if (root == null) return true;

        LinkedList<TreeNode> queue = new LinkedList();

        boolean hasLeftChild, hasRightChild;

        queue.add(root);

        while (!queue.isEmpty())

        {

            TreeNode currentNode = queue.remove();

             hasLeftChild = (currentNode.left != null);

             hasRightChild = (currentNode.right != null);

            if ((hasLeftChild && !hasRightChild) || (!hasLeftChild && hasRightChild))

            {

                return false;

            }

            if (hasLeftChild && hasRightChild)

            {

                queue.add(currentNode.left);

                queue.add(currentNode.right);

            }

        }

        return true;

    }

    public static void main(String[] args)

    {

        FullBinaryTreeCheck tree = new FullBinaryTreeCheck();

        tree.createNonFullBinaryTree();

        System.out.println(tree.checkIfFull());

        tree.createFullBinaryTree();

        System.out.println(tree.checkIfFull());

    }

}

# **Check if two nodes are cousins in a Binary tree**

### Given two nodes in a binary tree, check if they are cousins. Two nodes are cousins if:  1: they are not siblings (children of same parent). 2: they are on the same level. For example, in the following binary tree http://www.ideserve.co.in/learn/img/BinaryTree.gif nodes 5 and 6 are cousins but nodes 4 and 5 are not.

### 1: If node A == B return false as a node cannot be cousin of itself. 2: Check nodes A and B are not siblings and 3: Check nodes A and B are on same level. How to find if 2 nodes are siblings: 1. If A and B are left and right children of the root, then they are siblings. 2. Else check Step 1 in left and right subtrees. 3. If the condition in Step 1 is not true for any node, then the nodes are not siblings

|  |
| --- |
| public class Tree { |
| 2 |  |
| 3 | private Node root; |
| 4 |  |
| 5 | public void setRoot(Node root) { |
| 6 | this.root = root; |
| 7 | } |
| 8 |  |
| 9 |  |
| 10 | public Boolean isCousin(Node a, Node b) { |
| 11 |  |
| 12 | if (a == b) { |
| 13 | return false; |
| 14 | } |
| 15 | return (!isSibling(a, b) && getLevel(a) == getLevel(b)); |
| 16 | } |
| 17 |  |
| 18 | public int getLevel(Node a) { |
| 19 | return getLevel(root, a, 1); |
| 20 | } |
| 21 |  |
| 22 | private int getLevel(Node root, Node a, int currLevel) { |
| 23 | if (root == null) |
| 24 | return 0; |
| 25 | if (root == a) |
| 26 | return currLevel; |
| 27 | int level = getLevel(root.left, a, currLevel + 1); |
| 28 | if (level != 0) { |
| 29 | return level; |
| 30 | } else |
| 31 | return getLevel(root.right, a, currLevel + 1); |
| 32 | } |
| 33 |  |
| 34 | public boolean isSibling(Node a, Node b) { |
| 35 | return isSibling(root, a, b); |
| 36 | } |
| 37 |  |
| 38 | private boolean isSibling(Node root, Node a, Node b) { |
| 39 | if (root == null) |
| 40 | return false; |
| 41 | return ((root.left == a && root.right == b) || (root.right == a && root.left == b) || |
| 42 | isSibling(root.left, a, b) || isSibling(root.right, a, b)); |
| 43 | } |
| 44 |  |
| 45 | public static void main(String[] args) { |
| 46 | Tree tree = new Tree(); |
| 47 |  |
| 48 | Node root = new Node(1); |
| 49 | Node n2 = new Node(2); |
| 50 | Node n3 = new Node(3); |
| 51 | Node n4 = new Node(4); |
| 52 | Node n5 = new Node(5); |
| 53 | Node n6 = new Node(6); |
| 54 | Node n7 = new Node(7); |
| 55 |  |
| 56 | root.left = n2; |
| 57 | root.right = n3; |
| 58 |  |
| 59 | n2.left = n4; |
| 60 | n2.right = n5; |
| 61 |  |
| 62 | n3.left = n6; |
| 63 | n3.right = n7; |
| 64 | tree.setRoot(root); |
| 65 | System.out.println("Nodes "  + n5.data + " and "  + n6.data + (tree.isCousin(n5, n6) ? " are cousins."  : " are not cousins." )); |
| 66 | } |
| 67 | } |
| 68 |  |
| 69 | class Node { |
| 70 |  |
| 71 | int data; |
| 72 | Node left; |
| 73 | Node right; |
| 74 |  |
| 75 | public Node(int data, Node left, Node right) { |
| 76 | this.data = data; |
| 77 | this.left = left; |
| 78 | this.right = right; |
| 79 | } |
| 80 |  |
| 81 | public Node(int data) { |
| 82 | this.data = data; |
| 83 | } |
| 84 | } |

# **Check if two binary trees are identical**

### Given two trees, find if they are identical.  Two trees are said to be identical if they are structurally same and have same data in all nodes. Example 1: Tree 1:                 1         2                3     4        5        6        7 Tree 2:                 1         2                3     4        5        6        7 are identical. Example 2: Tree 1:                 1         2                3     4        6        5        7 Tree 2:                 1         2                3     4        5        6        7 are not identical. Their structure is same but values at 5 and 6 nodes differ. Example 3: Tree 1:                 1         2                3     4        5        6 Tree 2:                 1         2                3     4        5                6 are not identical. The nodes have same values but structure is not same as 6 is left sub tree of node 3 in tree 1 but right sub tree of node 3 in tree 2.

## Algorithm/Insights

Solution uses recursion to find out if the trees are identical.  
1. If root of both trees are null, then they are same. Return true.  
2. If roots of both the trees are not null, check if the data in the two nodes is same and recursively check if left and right subtrees are identical.  
3. If the roots of only one of the trees is null, then the trees are not identical, so return false.  
Please checkout code snippet and algorithm visualization section for understanding the algoithm.

 public static boolean areIdenticalTrees(TreeNode root1, TreeNode root2) {

        // If both the tree nodes are null, then both are identical

        if(root1 == null && root2 == null) {

            return true;

        }

        if(root1 != null && root2 != null) {

            // Check if the 2 nodes have same data and recursively check if left and right subtrees are identical

            return ((root1.getData() == root2.getData()) &&

                    (areIdenticalTrees(root1.getLeft(), root2.getLeft()) &&

                    (areIdenticalTrees(root1.getRight(), root2.getRight()))));

        }

        // If either of root1 or root2 is null but not both, then the trees are not identical

        return false;

    }

# **Convert a binary tree to its mirror tree**

### Given a tree, convert the tree to its corresponding mirror tree. A mirror tree of a tree is where left node of the root of the tree is right node of the mirror tree and right node of the tree is left node of mirror tree and left and right subtrees of the root are also mirror trees.  Example 1: Tree:                 1         2                3     4                5         Mirror Tree:                 1         3                2             5                4

### Boundary condition: If root is null, then return. Recursive step: Recursively convert left and right sub trees to their mirror. Actual conversion to mirror: Swap left and right sub trees of the current node. Please checkout code snippet and algorithm visualization section for understanding the algorithm.

public class MirrorTree {

    private TreeNode root;

    public void convertToMirror() {

        convertToMirror(root);

    }

    private void convertToMirror(TreeNode root) {

        if(root == null) {

            return;

        }

        // Mirror left subtree

        convertToMirror(root.getLeft());

        // Mirror right subtree

        convertToMirror(root.getRight());

        // Interchange left and right subtree root nodes

        TreeNode t = root.getLeft();

        root.setLeft(root.getRight());

        root.setRight(t);

    }

# **Print bottom view of a binary tree**

### Given a binary tree, Given a binary tree, print the values of nodes which would be present in bottom of view of binary tree. You are not allowed to use level order traversal. Print the node values starting from left-most end. A node will be in the bottom-view if it is the bottommost node at its horizontal distance from the root. Horizontal distance of root from itself is 0. Horizontal distance of right child of root node is 1 and horizontal distance of left child of root node is -1. Horizontal distance of node 'n' from root = horizontal distance of its parent from root + 1, if node 'n' is right child of its parent. Horizontal distance of node 'n' from root = horizontal distance of its parent from root - 1, if node 'n' is left child of its parent. If more than one nodes are at the same horizontal distance and are the bottom-most nodes for  that horizontal distance, then you can choose to include either of the nodes in the bottom view. example -      For the following tree:                 1         2                3     4        5        6        7 Horizontal distance of 1 = +0 Horizontal distance of 2 = -1 Horizontal distance of 3 = +1 Horizontal distance of 4 = -2 Horizontal distance of 5 = +0 Horizontal distance of 6 = +0 Horizontal distance of 7 = +2     and the bottom view would be 4, 2, 6, 3, 7. Please note that though there are three nodes(nodes 1,5,6) with horizontal distance of 0, only node 6 is in bottom view because it is at the bottom-most level of all three nodes. Note that you could have chosen to keep node 5 instead of node 6 in bottom view since it is also at the bottom-most layer..  For the following tree:                 1            2          3         4    5     6     7           8 9        10    11            Horizontal distance of 1 = +0 Horizontal distance of 2 = -1 Horizontal distance of 3 = +1 Horizontal distance of 4 = -2 Horizontal distance of 5 = +0 Horizontal distance of 6 = +0 Horizontal distance of 7 = +2     Horizontal distance of 8 = -1 (right child of 4) Horizontal distance of 9 = -1 (left child of 5) Horizontal distance of 10 = +1 (right child of 6) Horizontal distance of 11 = +3 (right child of 7)      and the bottom view would be 4, 9, 6, 10, 7, 11

# **Print binary tree in vertical order**

### Given a binary tree, print the nodes of binary tree grouped together in vertical order. Vertical order of a node is defined using its horizontal distance from the root node. Horizontal distance of root from itself is 0. Horizontal distance of right child of root node is +1 and horizontal distance of left child of root node is -1. Horizontal distance of node 'n' from root = horizontal distance of its parent from root + 1, if node 'n' is right child of its parent. Horizontal distance of node 'n' from root = horizontal distance of its parent from root - 1, if node 'n' is left child of its parent.                 3          4              5       6     7        8     9               1            In the above tree, horizontal distance of node 3 is  0 horizontal distance of node 4 is -1 horizontal distance of node 5 is +1 horizontal distance of node 6 is -2 horizontal distance of node 7 is  0 horizontal distance of node 8 is  0 horizontal distance of node 9 is +2 horizontal distance of node 1 is +1 and therefore expected vertical order print for this tree is:   6   4   3  7  8   5  1   9 Note that, the requirement is that vertical order should be printed starting from left-most end(node 4 cannot be printed before node 6) and in top down manner(node 1 cannot be printed before node 5 though both have same horizontal distance).

## Algorithm/Insights

The basic idea that will be used here is a modified level-order traversal where we keep track of the horizontal distance of each node while traversing the tree. And once we know horizontal distance of a node, we add it to the list of nodes which have same horizontal distance as that of current node. This list of nodes is maintained using a treeMap where key is horizontal distance 'd' and value is list of nodes which are at horizontal distance 'd' from the root. A treeMap is modified hashMap where keys are inserted in sorted order. (A treeMap is implemented using Red-Black tree and hence insertion/retrieval takes O(log n) time instead of O(1) time as is the case for a regular hashMap)  
  
The formal algorithm is as following -   
1. Initialize verticalOrderMap to an empty treeMap.  
2. Call fillUpVerticalOrderMap(currentNode = root, horizontalDistFromRoot = 0, verticalOrderMap = verticalOrderMap);  
3. If currentNode == null, return.   
4. Initialize queue to an empty queue.  
5. Add tuple(currentNode, horizontalDistFromRoot) to queue.  
6. While (queue is not empty)  
6a. Remove an entry(node, horizontalDistanceOfNode) from queue.  
6b. Add node to a list of nodes in verticalOrderMap at key horizontalDistanceOfNode. If list does not exist, create a new list and add this list to verticalOrderMap at key horizontalDistanceOfNode.  
6c. Because we don't want to add null nodes to queue, we check of node.left is null. If it is not, we add an entry (node.left, horizontalDistanceOfNode - 1) to queue.  
6d. Similar to above step, we add an entry (node.right, horizontalDistanceOfNode + 1) to queue if node.right is not null.  
7. After this step, verticalOrderMap is filled and we print out this map.

# **Populate right neighbors for all nodes in a binary tree**

### Class definition of tree node having reference to neighbor node looks like following in java. class TreeNode     {         TreeNode left;         TreeNode right;         TreeNode neighbor;         int value;              public TreeNode(int value)         {             this.value = value;         }     } As illustrated below, original tree on left hand side would be modified to the tree on the right hand side after populating  neighbors for all nodes.     http://www.ideserve.co.in/learn/img/populateNeighbors_0.gif

# **Diagonal Sum of a Binary Tree.**

Consider lines drawn at an angle of 135 degrees(that is slope = -1) which cut through the left branches of a given binary tree. A diagonal is formed by nodes which lie between two such consecutive lines. If we are able to draw 'n' lines then the complete tree is divided into 'n+1' diagonals. Diagonal sum in a binary tree is sum of all node's values lying between these lines. Given a binary tree, print all diagonal sums. Please note that all right branches are drawn parallel to each other and all left branches are also drawn parallel to each other.  
  
For example,  
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in the above tree there are total of three diagonals.   
Diagonal-0 has 3 nodes in it: node-0, node-2 and node-6. Therefore, sum of all nodes in diagonal-0 is 8.  
Similarly, sum of nodes in diagonal-1 is 9(node-1, node-5 and node-3). And sum of nodes in diagonal-2 is 11(node-4, node-7).

## Algorithm/Insights

Please observe below tree carefully.   
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As is marked in the tree, root node-0 is placed in diagonal 0, then its left child node-1 is placed in diagonal 1 and its right child node-2 is placed in the same diagonal as node-0 that is diagonal 0. This observation can be easily generalized - if current node is placed in diagonal 'd' then its left child would be placed in diagonal 'd+1' and its right child would be placed in the same diagonal as that of current node that is diagonal 'd'.  
  
Now using above insight, we can easily find the diagonal in which a node is placed in and then add that node's value to that diagonal.   
  
We traverse the complete tree using inorder traversal starting from the root node. During this traversal, we pass the 'currDiag' to each node indicating which diagonal that current node is placed in. We start by passing 'currDiag = 0' for the root node. Each node passes down 'currDiag + 1' to its left child and 'currDiag' to its right child. Now using this 'currDiag' value, we add current node to appropriate diagonal's sum. To store diagonal sum for each diagonal separately, HashMap is used with its key as diagonal number and value as sum of nodes in that diagonal.  
  
Time complexity of this algorithm is O(n) since each node would be visited once. Space complexity in the worst case would be O(n). Worst case space complexity occurs for the skewed tree where right child for each node is null. Average case space complexity of this algorithm would be O(log(n)).  
  
Please check out the function 'computeDiagSum(TreeNode currentNode, int currDiag, HashMapdiagSum)' in code snippet for implementation details. You can also watch the video above for step by step explanation.

# **Check if a given binary tree is symmetric tree or not**

Write a program to check if the given binary tree is symmetric tree or not. A symmetric tree is defined as a tree which is mirror image of itself about the root node. For example, following tree is a symmetric tree.  
![http://www.ideserve.co.in/learn/img/mirrorTree_0.gif](data:image/gif;base64,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)  
  
whereas, following tree is not a symmetric tree.   
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## Algorithm/Insights

The algorithm is an implementation of a simple idea that -   
1. For given two trees, if both trees are empty then they are mirror images of one another.  
Else they have to satisfy following conditions:  
2. Root values of both trees have to be same.  
3. Left sub-tree of tree1 should be mirror image of right sub-tree of tree2.  
4. Right sub-tree of tree1 should be mirror image of left sub-tree of tree2.   
  
Initial call to isSymmetric(TreeNode root1, TreeNode root2) is made with root1 = root and root2 = root.  
  
Time complexity of this algorithm is O(n) since in the worst case each node need to be visited once.